**Name: Talha Abdullah Bangyal**

**Roll Number: 22F-3194**

**Section: BAI-3A**

**Lab: 15**

**--------------------------------------------------------------------**

**Task 1**

#include <iostream>

using namespace std;

void DFS(int node, int adjacencyMatrix[8][8], bool visited[8], int n) {

visited[node] = true;

for (int i = 0; i < n; i++) {

if (adjacencyMatrix[node][i] == 1 && !visited[i]) {

DFS(i, adjacencyMatrix, visited, n);

}

}

}

void checkConnectivity(int adjacencyMatrix[8][8], int n) {

bool visited[8] = { false };

int isolatedGroups = 0;

for (int i = 0; i < n; i++) {

if (!visited[i]) {

isolatedGroups++;

DFS(i, adjacencyMatrix, visited, n);

}

}

if (isolatedGroups == 1) {

cout << "Network is fully connected." << endl;

}

else {

cout << "Network is not fully connected. Number of isolated groups: " << isolatedGroups << endl;

}

}

int main() {

int n = 8;

int adjacencyMatrix[8][8] = { 0 };

int edges[][2] = { {1, 2}, {2, 3}, {4, 5}, {6, 7} };

int edgeCount = sizeof(edges) / sizeof(edges[0]);

for (int i = 0; i < edgeCount; i++) {

int u = edges[i][0] - 1;

int v = edges[i][1] - 1;

adjacencyMatrix[u][v] = 1;

adjacencyMatrix[v][u] = 1;

}

checkConnectivity(adjacencyMatrix, n);

return 0;

}

![](data:image/png;base64,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)

**Task 2**

#include <iostream>

using namespace std;

void findShortestPath(int start, int end, int adjacencyList[6][6], int edgesPerNode[6], int n) {

bool visited[6] = { false };

int previous[6] = { -1, -1, -1, -1, -1, -1 };

int queue[6], front = 0, rear = 0;

queue[rear++] = start;

visited[start] = true;

while (front < rear) {

int current = queue[front++];

for (int i = 0; i < edgesPerNode[current]; i++) {

int neighbor = adjacencyList[current][i];

if (!visited[neighbor]) {

visited[neighbor] = true;

previous[neighbor] = current;

queue[rear++] = neighbor;

if (neighbor == end) break;

}

}

}

if (!visited[end]) {

cout << "No path exists between warehouses " << start + 1 << " and " << end + 1 << "." << endl;

return;

}

int path[6], pathLength = 0, currentNode = end;

while (currentNode != -1) {

path[pathLength++] = currentNode;

currentNode = previous[currentNode];

}

cout << "Shortest route length: " << pathLength - 1 << " and Route: ";

for (int i = pathLength - 1; i >= 0; i--) {

cout << path[i] + 1;

if (i > 0) cout << " -> ";

}

cout << endl;

}

int main() {

int n = 6;

int adjacencyList[6][6] = { 0 };

int edgesPerNode[6] = { 0 };

int edges[][2] = { {1, 2}, {2, 3}, {3, 4}, {4, 5}, {5, 6} };

int edgeCount = sizeof(edges) / sizeof(edges[0]);

for (int i = 0; i < edgeCount; i++) {

int u = edges[i][0] - 1;

int v = edges[i][1] - 1;

adjacencyList[u][edgesPerNode[u]++] = v;

adjacencyList[v][edgesPerNode[v]++] = u;

}

int start = 0, end = 4;

findShortestPath(start, end, adjacencyList, edgesPerNode, n);

return 0;

}

![](data:image/png;base64,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)

**Task 3**

#include <iostream>

using namespace std;

#define MAX\_EDGES 100

struct Edge {

int u, v, weight;

};

void sortEdges(Edge edges[], int edgeCount) {

for (int i = 0; i < edgeCount - 1; i++) {

for (int j = 0; j < edgeCount - i - 1; j++) {

if (edges[j].weight > edges[j + 1].weight) {

Edge temp = edges[j];

edges[j] = edges[j + 1];

edges[j + 1] = temp;

}

}

}

}

int findParent(int node, int parent[]) {

while (node != parent[node]) {

node = parent[node];

}

return node;

}

void unionSets(int u, int v, int parent[], int rank[]) {

int rootU = findParent(u, parent);

int rootV = findParent(v, parent);

if (rank[rootU] > rank[rootV]) {

parent[rootV] = rootU;

}

else if (rank[rootU] < rank[rootV]) {

parent[rootU] = rootV;

}

else {

parent[rootV] = rootU;

rank[rootU]++;

}

}

void kruskal(int n, Edge edges[], int edgeCount) {

int parent[n], rank[n], totalCost = 0, mstEdges = 0;

Edge mst[MAX\_EDGES];

for (int i = 0; i < n; i++) {

parent[i] = i;

rank[i] = 0;

}

sortEdges(edges, edgeCount);

for (int i = 0; i < edgeCount && mstEdges < n - 1; i++) {

int u = edges[i].u;

int v = edges[i].v;

int weight = edges[i].weight;

if (findParent(u, parent) != findParent(v, parent)) {

mst[mstEdges++] = edges[i];

totalCost += weight;

unionSets(u, v, parent, rank);

}

}

cout << "Total cost of the MST: " << totalCost << endl;

cout << "Selected connections:" << endl;

for (int i = 0; i < mstEdges; i++) {

cout << mst[i].u + 1 << " - " << mst[i].v + 1 << " (Cost: " << mst[i].weight << ")" << endl;

}

}

int main() {

int n = 5; // Number of buildings

int edgeCount = 7;

Edge edges[] = {

{0, 1, 5}, {0, 3, 6}, {1, 3, 4}, {1, 2, 3}, {2, 3, 2},

{2, 4, 7}, {3, 4, 8}

};

kruskal(n, edges, edgeCount);

return 0;

}

**Task 4**

#include <iostream>

using namespace std;

#define INF 100000

void prim(int cost[5][5], int n, int start) {

bool selected[5] = { false };

int minCost = 0;

int edges = 0;

selected[start] = true;

cout << "Selected power lines:" << endl;

while (edges < n - 1) {

int minWeight = INF;

int u = -1, v = -1;

for (int i = 0; i < n; i++) {

if (selected[i]) {

for (int j = 0; j < n; j++) {

if (!selected[j] && cost[i][j] != 0 && cost[i][j] < minWeight) {

minWeight = cost[i][j];

u = i;

v = j;

}

}

}

}

if (u != -1 && v != -1) {

cout << u + 1 << " - " << v + 1 << " (Cost: " << minWeight << ")" << endl;

minCost += minWeight;

selected[v] = true;

edges++;

}

}

cout << "Minimum cost: " << minCost << endl;

}

int main() {

int n = 5;

int cost[5][5] = {

{0, 2, 3, 0, 7},

{2, 0, 0, 6, 4},

{3, 0, 0, 5, 0},

{0, 6, 5, 0, 1},

{7, 4, 0, 1, 0}

};

int start = 0;

prim(cost, n, start);

return 0;

}
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